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**Experiment No. 1**

**Experiment Name**: Implementation of Binary search algorithm.

**Objective:** The objective of this code is to perform a binary search on a sorted array of integers to find a specific target value. If the target value is found in the array, the code should return the index of the target; otherwise, it should indicate that the value was not found.

**Pseudocode:**

Here's a pseudocode representation of the provided binary search code:

function binarySearch(arr, low, high, target):

if high >= low:

mid = low + (high - low) / 2 // Calculate the middle index

if arr[mid] == target: // Check if the middle element is the target

return mid

else if arr[mid] > target: // If middle element is greater, search left half

return binarySearch(arr, low, mid - 1, target)

else: // If middle element is smaller, search right half

return binarySearch(arr, mid + 1, high, target)

return -1 // If high < low, target not found

**Implementation in java:**

import java.util.Scanner;

public class Binary\_Search {

int bs(int arr[], int low, int high, int target){

if(high>=low){

int mid = low + (high-1) / 2;

if (arr[mid]==target)

return mid;

else if(arr[mid] > target)

return bs(arr, low , mid-1, target);

else

return bs(arr, mid+1, high, target);

}

return -1;

}

public static void main(String args[]){

// int low = 0;

Binary\_Search ob = new Binary\_Search();

Scanner myObj = new Scanner(System.in);

System.out.print("ENTER THE NUMBER OF ELEMENT: ");

int n = myObj.nextInt();

int arr[] = new int[n];

System.out.print("ENTER THE ELEMENTS: ");

for ( int i = 0; i < n; i++){

arr[i] = myObj.nextInt();

}

System.out.print("ENTER THE VALUE TO FIND: ");

int target = myObj.nextInt();

int ans = ob.bs(arr, 0, n-1, target);

if(ans == -1)

{

System.out.println("VALUE NOT FOUND IN THE ARRAY");

}else System.out.println("VALUE FOUND AT INDEX: " + ans);

}

}

**output:**

**![](data:image/png;base64,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)**

**Discussion:**

1. The bs method is the binary search function that takes the array (arr), low and high indices, and the target value (target) as parameters.
2. Inside the bs method, it calculates the middle index (mid) and checks if the middle element of the array is equal to the target. If it is, it returns the index where the target is found.
3. If the middle element is greater than the target, it recursively searches the left half of the array by calling bs with the new high index as mid - 1.
4. If the middle element is less than the target, it recursively searches the right half of the array by calling bs with the new low index as mid + 1.
5. If the high becomes less than low, indicating that the search space is empty, the method returns -1 to signify that the target value is not present in the array.

**Conclusion:**

This Java code successfully implements a binary search algorithm to find a target value in a sorted array. It uses recursion to efficiently search for the target value, and it provides feedback to the user regarding whether the target value was found or not.

**Experiment No. 2**

**Experiment Name**: Implementation of Quick sort algoritham.

**Objective**:- Understand the divide and conquer mechanism which is at the heart of the two recursive

sorting algorithm.

2. Develop programming solutions for Merge Sort and Quick Sort

3. Empirically compare the performance of these two sorting algorithms

**Objective:** The primary objective of this code is to efficiently sort an array of integers in ascending order using the Quick Sort algorithm. Quick Sort is a pivotal sorting method known for its speed and effectiveness, making it valuable for sorting large datasets. The code showcases key steps, including partitioning and recursive sorting.

**Pseudocode:**

function quickSort(arr, low, high):

if low < high:

pivotIndex = partition(arr, low, high) # Partition the array and get the pivot index

quickSort(arr, low, pivotIndex - 1) # Recursively sort the left subarray

quickSort(arr, pivotIndex + 1, high) # Recursively sort the right subarray

function partition(arr, low, high):

pivot = arr[high] # Choose the pivot element (last element)

i = low - 1 # Initialize the index of the smaller element

for j from low to high - 1:

if arr[j] <= pivot:

swap(arr[i + 1], arr[j]) # Swap arr[i+1] and arr[j]

i = i + 1

swap(arr[i + 1], arr[high]) # Swap arr[i+1] and arr[high] (pivot)

return i + 1

function swap(x, y):

# Swap the values of x and y

**Implementation in java:**

public class quickSort {

public static int partition(int arr[], int low, int high) {

int pivot = arr[low]; //take a pivot, which can be taken from any where

int start = low;

int end = high;

while (start < end) {

while (arr[start] <= pivot) {

start++;

}

while (arr[end] > pivot) {

end--;

}

if (start < end) {

swap(arr, start, end);

}

}

swap(arr, low, end);

return end;

}

public static void swap(int arr[], int low, int high) {

int temp = arr[low];

arr[low] = arr[high];

arr[high] = temp;

}

public static void quickSort(int arr[], int low, int high) {

if (low < high) {

int pidx = partition(arr, low, high);

quickSort(arr, low, pidx - 1);

quickSort(arr, pidx + 1, high);

}

}

public static void main(String args[]) {

int arr[] = {10, 40, 20, 30, 50};

int n = arr.length;

quickSort(arr, 0, n - 1);

// Print the sorted array

for (int i = 0; i < n; i++) {

System.out.print(arr[i] + " ");

}

}

}

**Output:**

**![](data:image/png;base64,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)**

**Discussions:**

1. The quickSort function is the main sorting algorithm. It takes an array arr and the indices of the first (low) and last (high) elements as input.
2. The partition function chooses a pivot element (in this case, the last element) and rearranges the elements in the array such that elements smaller than the pivot are on the left, and elements greater than the pivot are on the right. It returns the index of the pivot after partitioning.
3. The code then recursively calls quickSort on the left and right subarrays until the entire array is sorted.

**Conclusion:**

The provided Quick Sort code is a Java implementation of the Quick Sort algorithm. It efficiently sorts an array of integers in ascending order. The algorithm selects a pivot element, partitions the array into two subarrays, and recursively sorts those subarrays until the entire array is sorted. Quick Sort is a widely used and efficient sorting algorithm with an average time complexity of O(n log n).

**Experiment No.3**

**Experiment Name:** Implementation of merge sort algorithm.

**Objective:** To Merge sort is a sorting technique based on divide and conquer technique. With worst-case time

complexity being (n log n), it is one of the most respected algorithms.

Merge sort

rst

divides the array into equal halves and then combines them in a sorted manner.

**Objective:**

The primary objective of this code is to implement the Merge Sort algorithm in Java. Merge Sort is designed to efficiently sort an array of integers in ascending order. It accomplishes this by dividing the array into smaller subarrays, recursively sorting these subarrays, and then merging them back together in sorted order. This code aims to demonstrate the key steps involved in Merge Sort, including dividing, sorting, and merging, and ultimately provide a sorted array as output.

**Pseudocode:**

function mergeSort(arr, low, high):

if low < high:

mid = (low + high) / 2

mergeSort(arr, low, mid) // Recursively sort the left subarray

mergeSort(arr, mid + 1, high) // Recursively sort the right subarray

merge(arr, low, mid, high) // Merge the sorted subarrays

function merge(arr, low, mid, high):

h = low

i = low

j = mid + 1

create a temporary array b of size high + 1

while h <= mid and j <= high:

if arr[h] <= arr[j]:

b[i] = arr[h]

h++

else:

b[i] = arr[j]

j++

i++

if h > mid:

for k from j to high:

b[i] = arr[k]

i++

else:

for k from h to mid:

b[i] = arr[k]

i++

for k from low to high:

arr[k] = b[k]

**Implementation in java:**

public class margeSort {

void marge(int arr[], int low , int high){

if(low<high){

int mid = low + (high - low)/2;

marge(arr,low,mid);

marge(arr, mid+1, high);

sort(arr, low, mid , high);

}

}

void sort(int arr[], int low, int mid , int high){

int h = low, i = low, j = mid+1;

int b[] = new int [high+1];

while(h<=mid && j<=high){

if (arr[h]<=arr[j]){

b[i] = arr[h];

h++;

}else

{

b[i] = arr[j];

j++;

}

i++;

}

if(h>mid){

for(int k=j; k<=high; k++){

b[i] = arr[k];

i++;

}

}else{

for(int k=h; k<=mid; k++){

b[i] = arr[k];

i++;

}

}

for(int k = low; k<=high; k++){

arr[k] = b[k];

}

}

public static void main(String args[]) {

int arr[] = {10, 90, 20, 30, 50};

margeSort obj = new margeSort();

int n= arr.length;

obj.marge(arr, 0 , n-1);

// Print the sorted array

for (int i = 0; i < n; i++) {

System.out.print(arr[i] + " ");

}

}

}

**Output:**
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1. **Discussion:**The mergeSort method is responsible for recursively dividing and sorting the input array. It calculates the middle index and recursively sorts the left and right subarrays before merging them together using the merge method.
2. The merge method combines two sorted subarrays into a single sorted array. It iteratively compares elements from both subarrays and selects the smaller element to build the sorted result.
3. The code uses a temporary array b to facilitate the merging process and updates the original array arr with the sorted elements.

**Conclusion:**The provided Merge Sort code is a Java implementation of the Merge Sort algorithm. It effectively demonstrates the core principles of Merge Sort, including divide-and-conquer and merging of sorted subarrays, to efficiently sort an array of integers. Despite a minor typo in the class name (should be mergeSort instead of margeSort), the code successfully sorts the array and showcases the fundamental concepts of the algorithm.

**Experiment No. 04**

**Experiment Name:** Implementation of selection sortalgorithm.

**Objective:**

The objective of this code is to implement the Selection Sort algorithm in Java. Selection Sort is designed to efficiently sort an array of integers in ascending order. It accomplishes this by repeatedly selecting the minimum element from the unsorted part of the array and placing it at the beginning. This process continues until the entire array is sorted. The code aims to demonstrate the key steps involved in Selection Sort, including finding the minimum element, swapping, and iterating through the array.

**Pseudocode:**

function selectionSort(arr):

n = length of arr

for i from 0 to n - 2:

minIndex = i

for j from i + 1 to n - 1:

if arr[j] < arr[minIndex]:

minIndex = j

swap(arr[i], arr[minIndex])

**Implementation in java:**

import java.util.Scanner;

public class sltSort {

public void printArray(int arr[]) {

int n = arr.length;

for (int i = 0; i < n; i++) {

System.out.print(arr[i] + " ");

}

}

public void sort(int arr[]) {

int n = arr.length;

for (int i = 0; i < n - 1; i++) {

int min = i;

for (int j = i + 1; j < n; j++) {

if (arr[j] < arr[min]) {

min = j;

}

}

int temp = arr[min];

arr[min] = arr[i];

arr[i] = temp;

}

System.out.println();

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.println();

System.out.print("Enter the size of array: ");

int n = sc.nextInt();

int[] arr = new int[n]; // Create an array to store the elements

System.out.print("Enter the array: ");

for (int i = 0; i < n; i++) {

arr[i] = sc.nextInt(); // Read elements into the array

}

sltSort tn = new sltSort();

tn.sort(arr); // Call the sort method

System.out.print("Sorted array: ");

tn.printArray(arr); // Print the sorted array

}

}

**Output:**
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1. **Discussion:**The sltSort class contains a sort method that performs the Selection Sort algorithm on the input array arr. It iterates through the array, finding the minimum element in the unsorted portion and swapping it with the element at the current position.
2. The printArray method is used to print the elements of an array.
3. In the main method, the user is prompted to enter the size of the array and the elements of the array. Then, an instance of the sltSort class is created to call the sort method, which sorts the array in ascending order. Finally, the sorted array is printed.

**Conclusion**: The provided Selection Sort code is a Java implementation of the Selection Sort algorithm. It effectively sorts an array of integers in ascending order by repeatedly selecting the minimum element and placing it at the beginning. Selection Sort is straightforward and useful for small to moderately sized datasets. The code successfully demonstrates the key principles of Selection Sort and provides a sorted array as the output..

**Experiment No. 05**

**Experiment Name:** Algorithm of knapsack problem using greedy method.

**Objective:**

The objective of this code is to solve the 0/1 Knapsack problem using dynamic programming. The Knapsack problem involves selecting items with specific weights and values to maximize the total value while not exceeding a given capacity constraint. The code aims to find the maximum value that can be obtained from a set of items with their respective weights and values, considering the capacity constraint of the knapsack.

**Pseudocode:**

function knapsack(weights, values, capacity):

n = length of weights

dp = 2D array of size (n + 1) x (capacity + 1)

for i from 0 to n:

for w from 0 to capacity:

if i == 0 or w == 0:

dp[i][w] = 0

else if weights[i - 1] <= w:

dp[i][w] = max(values[i - 1] + dp[i - 1][w - weights[i - 1]], dp[i - 1][w])

else:

dp[i][w] = dp[i - 1][w]

return dp[n][capacity]

function main():

Define arrays 'weights' and 'values' representing the weights and values of items

Set 'capacity' as the maximum capacity of the knapsack

Call the 'knapsack' function to find the maximum value

Print the maximum value

**Implementation in java:**

public class knapSack {

public static int knapsack(int[] weights, int[] values, int capacity) {

int n = weights.length;

int[][] dp = new int[n + 1][capacity + 1];

for (int i = 0; i <= n; i++) {

for (int w = 0; w <= capacity; w++) {

if (i == 0 || w == 0) {

dp[i][w] = 0;

} else if (weights[i - 1] <= w) {

dp[i][w] = Math.max(values[i - 1] + dp[i - 1][w - weights[i - 1]], dp[i - 1][w]);

} else {

dp[i][w] = dp[i - 1][w];

}

}

}

return dp[n][capacity];

}

public static void main(String[] args) {

int[] weights = {2, 3, 4, 5};

int[] values = {3, 4, 5, 6};

int capacity = 5;

int maxValue = knapsack(weights, values, capacity);

System.out.println("Maximum value: " + maxValue);

}

}

**Output:**

**![](data:image/png;base64,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)**

**Discussion:**

1. The code uses dynamic programming to solve the 0/1 Knapsack problem efficiently. It employs a 2D array dp to store the maximum values that can be obtained for different capacities and subsets of items.
2. The double loop iterates through all possible combinations of items and capacities. The dp[i][w] entry represents the maximum value that can be obtained using the first i items and a knapsack with a capacity of w.
3. The decision whether to include the i-th item in the knapsack is based on comparing the value obtained by adding it (values[i - 1] + dp[i - 1][w - weights[i - 1]]) and the value obtained by excluding it (dp[i - 1][w]).

**Conclusion:**

The provided Knapsack code is an efficient Java implementation of the dynamic programming approach to solving the 0/1 Knapsack problem. It finds the maximum value that can be obtained by selecting items with given weights and values while ensuring that the total weight does not exceed the knapsack's capacity constraint. This problem-solving approach is valuable for a variety of optimization scenarios, such as resource allocation and project scheduling.

**Experiment No. 06**

**Experiment Name:**From a given vertex in a weighted connected graph, find shortest path to other vertices using Dijkstra’s Algorithm.

**Objective:** The objective of this code is to implement Dijkstra's algorithm to find the shortest paths from a specified source vertex to all other vertices in a weighted graph. Dijkstra's algorithm is used to determine the minimum distances between the source vertex and all other vertices while considering the edge weights. This code aims to efficiently compute and display the shortest distances from the source vertex to all other vertices in the graph.

**Pseudocode:**

function Dijkstra(adjacencyMatrix):

v = number of vertices in the graph

visited\_node = boolean array of size v (initialized as false)

distance = integer array of size v (initialized with maximum values)

distance[0] = 0 # Initialize distance to the source vertex as 0

# Initialize distances to maximum values except for the source vertex (vertex 0)

for i from 0 to v-1:

if i != 0:

distance[i] = MAX\_INT

for i from 0 to v-1:

# Find the vertex with the minimum distance that has not been visited yet

minVertex = findMinVertex(distance, visited\_node)

visited\_node[minVertex] = true

# Explore neighbors of the current vertex

for j from 0 to v-1:

if adjacencyMatrix[minVertex][j] != 0 and !visited\_node[j] and distance[minVertex] != MAX\_INT:

newDist = distance[minVertex] + adjacencyMatrix[minVertex][j]

if newDist < distance[j]:

distance[j] = newDist

# Print the shortest distances

for i from 0 to v-1:

print(distance[i], end=", ")

function findMinVertex(distance, visited\_node):

minVertex = -1

for i from 0 to length(distance)-1:

if !visited\_node[i] and (minVertex == -1 or distance[i] < distance[minVertex]):

minVertex = i

return minVertex

**Implementation in java:**

import java.util.Scanner;

public class dijkstra {

public static void Dijkstra(int[][] adjacencyMatrix) {

int v = adjacencyMatrix.length;

boolean visited\_node[] = new boolean[v];

int distance[] = new int[v];

distance[0] = 0;

// Initialize distances to maximum values except for the source vertex (vertex 0)

for (int i = 0; i < v; i++) {

if (i != 0) {

distance[i] = Integer.MAX\_VALUE;

}

}

for (int i = 0; i < v ; i++) {

// Find the vertex with the minimum distance that has not been visited yet

int minVertex = findMinVertex(distance, visited\_node);

visited\_node[minVertex] = true;

// Explore neighbors of the current vertex

for (int j = 0; j < v; j++) {

if (adjacencyMatrix[minVertex][j] != 0 && !visited\_node[j] && distance[minVertex] != Integer.MAX\_VALUE) {

int newDist = distance[minVertex] + adjacencyMatrix[minVertex][j];

if (newDist < distance[j]) {

distance[j] = newDist;

}

}

}

}

// Print the shortest distances

for (int i = 0; i < v; i++) {

System.out.print(distance[i]+ " , ");

}

}

public static int findMinVertex(int[] distance, boolean visited\_node[]) {

int minVertex = -1;

for (int i = 0; i < distance.length; i++) {

if (!visited\_node[i] && (minVertex == -1 || distance[i] < distance[minVertex])) {

minVertex = i;

}

}

return minVertex;

}

public static void main(String[] args) {

Scanner s = new Scanner(System.in);

int v = s.nextInt(); // Number of vertices

int e = s.nextInt(); // Number of edges

int adjacencyMatrix[][] = new int[v][v];

// Input edges and their weights

for (int i = 0; i < e; i++) {

int v1 = s.nextInt();

int v2 = s.nextInt();

int weight = s.nextInt();

adjacencyMatrix[v1][v2] = weight;

adjacencyMatrix[v2][v1] = weight;

}

Dijkstra(adjacencyMatrix); // Call Dijkstra's algorithm

}

}

**Output:**

**![](data:image/png;base64,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)**

**Discussion:**

1. The code uses Dijkstra's algorithm to compute the shortest distances from a source vertex (vertex 0) to all other vertices in the weighted graph represented by the adjacencyMatrix.
2. It maintains two arrays: distance to store the shortest distances from the source vertex and visited\_node to keep track of visited vertices.
3. The algorithm iteratively selects the vertex with the minimum distance from the source that has not been visited and explores its neighbors to update their distances if a shorter path is found.

**Conclusion:**The provided Dijkstra's algorithm code is an effective Java implementation to find the shortest paths in a weighted graph. By considering edge weights and maintaining distances, it efficiently computes and displays the shortest distances from a specified source vertex to all other vertices in the graph. Dijkstra's algorithm is a fundamental algorithm in graph theory and has a wide range of applications in network routing, GPS navigation, and more.

**Experiment No. 07**

**Experiment Name** : Graph traversal using Breadth First Search technique.

**Objective: :** The objective of this code is to implement the Breadth-First Search (BFS) traversal algorithm to explore and traverse a graph efficiently. BFS starts from a specified source vertex and visits all reachable vertices level by level, ensuring that it explores all vertices at the current level before moving to the next level. The code aims to demonstrate BFS traversal on a graph, starting from a user-specified source vertex.

**Pseudocode:**

class bfs\_tra:

adjacency[] # Array to store adjacency lists

function \_\_init\_\_(v):

Initialize adjacency as an array of size v, where each element is a new empty LinkedList

function insertEdge(s, d):

Add an edge between vertices s and d by appending d to adjacency[s] and s to adjacency[d]

function bfs(source):

visited\_node[] # Boolean array to track visited vertices

parent\_node[] # Array to store the parent of each vertex in the BFS traversal

q = Queue() # Initialize a queue for BFS

q.push(source) # Enqueue the source vertex

visited\_node[source] = true

parent\_node[source] = -1

Print "The BFS traversing is: "

while q is not empty:

p = q.pop() # Dequeue a vertex from the queue

Print p # Print the traversed vertex

for i in adjacency[p]: # Iterate through adjacent vertices

if visited\_node[i] is not true:

visited\_node[i] = true

q.push(i) # Enqueue the adjacent vertex

parent\_node[i] = p # Set the parent of the adjacent vertex to the current vertex

**Implementation in java:**

import java.util.LinkedList;

import java.util.Scanner;

import java.util.Queue;

public class bfs\_tra{

public LinkedList<Integer> adjacency[];

// Constructor to initialize the graph with 'v' vertices

public bfs\_tra(int v) {

adjacency = new LinkedList[v];

for (int i = 0; i < v; i++) {

adjacency[i] = new LinkedList<Integer>();

}

}

// Method to insert an edge between vertices 's' and 'd'

public void insertEdge(int s, int d) {

adjacency[s].add(d);

adjacency[d].add(s);

}

// Breadth-First Search traversal of the graph starting from 'source'

public void bfs(int source){

boolean visited\_node[] = new boolean[adjacency.length];

int parent\_node[] = new int[adjacency.length];

Queue<Integer> q = new LinkedList<>();

q.add(source);

visited\_node[source] = true;

parent\_node[source] = -1;

System.out.print("The BFS traversing is: ");

while(!q.isEmpty()){

int p = q.poll();

System.out.print(" "+p);

for(int i:adjacency[p]){

if(visited\_node[i] != true ){

visited\_node[i] = true;

q.add(i);

parent\_node[i] = p;

}

}

}

System.out.println();

System.out.println();

}

public static void main(String args[]) {

Scanner sc = new Scanner(System.in);

System.out.println();

System.out.print("Enter the number of vertices: ");

int v = sc.nextInt();

System.out.println();

System.out.print("Enter the number of edges: ");

int e = sc.nextInt();

System.out.println();

bfs\_tra g = new bfs\_tra(v);

for (int i = 0; i < e; i++) {

System.out.print("Enter the edges: ");

int s = sc.nextInt();

int d = sc.nextInt();

g.insertEdge(s, d);

}

System.out.println();

System.out.print("Enter the source for bfs traversal: ");

int source = sc.nextInt();

System.out.println();

g.bfs(source);

}

}

**Output:**
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**Discussion:**

1. The code uses a graph represented as an array of adjacency lists, where each vertex has a linked list of adjacent vertices.
2. The bfs function performs BFS traversal starting from the specified source vertex. It uses a boolean array visited\_node to keep track of visited vertices, a queue q for BFS, and an array parent\_node to store the parent of each vertex in the BFS traversal.The algorithm starts from the source vertex, enqueues it, marks it as visited, and explores its neighbors. It ensures that each level of vertices is visited before moving to the next level.

**Conclusion:**The provided BFS traversal code is a Java implementation of the Breadth-First Search algorithm for exploring and traversing a graph efficiently. By starting from a specified source vertex and visiting vertices level by level, BFS can efficiently explore and discover connected components in a graph. This code demonstrates the fundamental principles of BFS traversal and provides a helpful tool for graph exploration and analysis.

**Experiment No.08**

**Experiment Name :** Graph traversal using Depth First Search technique.

**Objective :**The objective of this code is to implement the Depth-First Search (DFS) traversal algorithm to explore and traverse a graph efficiently. DFS starts from a specified source vertex and explores as far as possible along each branch before backtracking. The code aims to demonstrate DFS traversal on a graph, starting from a user-specified source vertex.

**Pseudocode:**

class dfs\_stack:

adjacency[] # Array to store adjacency lists

function \_\_init\_\_(v):

Initialize adjacency as an array of size v, where each element is a new empty LinkedList

function insertEdge(s, d):

Add an edge between vertices s and d by appending d to adjacency[s] and s to adjacency[d]

function dfs(source):

visited\_node[] # Boolean array to track visited vertices

parent\_node[] # Array to store the parent of each vertex in the DFS traversal

q = Stack() # Initialize a stack for DFS

q.push(source) # Push the source vertex onto the stack

visited\_node[source] = true

parent\_node[source] = -1

Print "The DFS traversing is: "

while q is not empty:

p = q.pop() # Pop a vertex from the stack

Print p # Print the traversed vertex

for i in adjacency[p]: # Iterate through adjacent vertices

if visited\_node[i] is not true:

visited\_node[i] = true

q.push(i) # Push the adjacent vertex onto the stack

parent\_node[i] = p # Set the parent of the adjacent vertex to the current vertex

**Implementation in java:**

import java.util.LinkedList;

import java.util.Scanner;

import java.util.Stack;

public class dfs\_stack{

public LinkedList<Integer> adjacency[];

// Constructor to initialize the graph with 'v' vertices

public dfs\_stack(int v) {

adjacency = new LinkedList[v];

for (int i = 0; i < v; i++) {

adjacency[i] = new LinkedList<Integer>();

}

}

// Method to insert an edge between vertices 's' and 'd'

public void insertEdge(int s, int d) {

adjacency[s].add(d);

adjacency[d].add(s);

}

// Depth-First Search traversal of the graph starting from 'source'

public void dfs(int source){

boolean visited\_node[] = new boolean[adjacency.length];

int parent\_node[] = new int[adjacency.length];

Stack<Integer> q = new Stack<>();

q.add(source);

visited\_node[source] = true;

parent\_node[source] = -1;

System.out.print("The DFS traversing is: ");

while(!q.isEmpty()){

int p = q.pop();

System.out.print(" "+p);

for(int i:adjacency[p]){

if(visited\_node[i] != true ){

visited\_node[i] = true;

q.add(i);

parent\_node[i] = p;

}

}

}

System.out.println();

System.out.println();

}

public static void main(String args[]) {

Scanner sc = new Scanner(System.in);

System.out.println();

System.out.print("Enter the number of vertices: ");

int v = sc.nextInt();

System.out.println();

System.out.print("Enter the number of edges: ");

int e = sc.nextInt();

System.out.println();

dfs\_stack g = new dfs\_stack(v);

for (int i = 0; i < e; i++) {

System.out.print("Enter the edges: ");

int s = sc.nextInt();

int d = sc.nextInt();

g.insertEdge(s, d);

}

System.out.println();

System.out.print("Enter the source for bfs traversal: ");

int source = sc.nextInt();

System.out.println();

g.dfs(source);

}

}

**Output:**
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**Discussion:**

1. The code uses a graph represented as an array of adjacency lists, where each vertex has a linked list of adjacent vertices.
2. The dfs function performs DFS traversal starting from the specified source vertex. It uses a boolean array visited\_node to keep track of visited vertices, a stack q for DFS, and an array parent\_node to store the parent of each vertex in the DFS traversal.
3. The algorithm starts from the source vertex, pushes it onto the stack, marks it as visited, and explores its neighbors. It continues to explore as far as possible along each branch before backtracking.

**Conclusion:**The provided DFS traversal code is a Java implementation of the Depth-First Search algorithm for exploring and traversing a graph efficiently. By starting from a specified source vertex and exploring as deeply as possible before backtracking, DFS can efficiently discover and visit connected components in a graph. This code demonstrates the fundamental principles of DFS traversal and provides a valuable tool for graph exploration and analysis.

**Experiment No. 09**

**Experiment Name:** Check whether a given vertex is connected or not using Depth First Search (DFS) method.

**Objective:**The objective of this code is to check if an undirected graph is connected. In graph theory, a connected graph is one where there is a path between every pair of vertices. The code aims to determine if the given graph is connected or not..

**Pseudocode:**

class check:

V # Number of vertices

adj # Array to store adjacency lists

function \_\_init\_\_(v):

V = v

adj = new empty LinkedList array of size v # Initialize the number of vertices and adjacency lists

function addEdge(v, w):

Append w to adj[v] # Add an edge between vertices v and w

Append v to adj[w]

function isConnected():

visited # Boolean array to track visited vertices

i = 0

while i < V and adj[i].size() == 0:

i++

if i == V:

return true # If there are no edges in the graph, it's considered connected

DFSUtil(i, visited) # Perform DFS starting from the first non-zero degree vertex

for i = 0 to V-1:

if not visited[i] and adj[i].size() > 0:

return false # Check if all vertices were visited during DFS

return true

function DFSUtil(v, visited):

visited[v] = true # Mark the current vertex as visited

for neighbor in adj[v]: # Explore neighbors of the current vertex

if not visited[neighbor]:

DFSUtil(neighbor, visited)

**Implementation in java:**

import java.util.\*;

public class check {

private int V;

private LinkedList<Integer>[] adj;

check(int v) {

V = v;

adj = new LinkedList[v];

for (int i = 0; i < v; ++i)

adj[i] = new LinkedList();

}

void addEdge(int v, int w) {

adj[v].add(w);

adj[w].add(v);

}

boolean isConnected() {

boolean[] visited = new boolean[V];

// Find the first non-zero degree vertex

int i;

for (i = 0; i < V; i++) {

if (adj[i].size() != 0) {

break;

}

}

// If there are no edges in the graph, it's considered connected

if (i == V) {

return true;

}

// Perform DFS starting from the first non-zero degree vertex

DFSUtil(i, visited);

// Check if all vertices were visited during DFS

for (i = 0; i < V; i++) {

if (!visited[i] && adj[i].size() > 0) {

return false;

}

}

return true;

}

private void DFSUtil(int v, boolean[] visited) {

visited[v] = true;

for (Integer neighbor : adj[v]) {

if (!visited[neighbor]) {

DFSUtil(neighbor, visited);

}

}

}

public static void main(String[] args) {

check graph = new check(5);

graph.addEdge(0, 1);

graph.addEdge(0, 2);

graph.addEdge(1, 3);

graph.addEdge(2, 4);

boolean connected = graph.isConnected();

if (connected) {

System.out.println("The graph is connected.");

} else {

System.out.println("The graph is not connected.");

}

}

}

**Output:**
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**Discussion:**

1. The code uses an adjacency list representation for an undirected graph, where each vertex has a linked list of its neighboring vertices.
2. The isConnected method checks whether the graph is connected by performing a Depth-First Search (DFS) starting from the first non-zero degree vertex (if any). It marks visited vertices and checks if all vertices were visited during the DFS traversal.
3. If there are no edges in the graph (i.e., all vertices have zero degree), it is considered connected.

**Conclusion:**  
The provided code is a Java implementation to determine if an undirected graph is connected. It utilizes a Depth-First Search (DFS) algorithm to explore the graph's connected components. If all vertices are visited during the DFS traversal, the graph is considered connected; otherwise, it is not connected. This code is useful for analyzing the connectivity of undirected graphs, which has applications in various fields, including network analysis and graph theory.

**Experiment No. 10**

**Experiment Name:** Write a program that able to find the sum of subsets.

**Objective:**

It is one of the most important problems in complexity theory. The problem is given an A set of integers a1, a2,…., an upto n integers. The question arises that is there a non-empty subset such that the sum of the subset is given as M integer?. For example, the set is given as [5, 2, 1, 3, 9], and the sum of the subset is 9; the answer is YES as the sum of the subset [5, 3, 1] is equal to 9.

**Pseudocode:**

sumOfSubsets(nums):

n = length(nums)

result = 0 // Initialize the result as 0

generateSubsetSums(nums, n, 0, 0, result) // Call the recursive function

return result

generateSubsetSums(nums, n, index, currentSum, result):

if index == n:

result += currentSum // Add the currentSum to the result

return

// Include the current element in the subset sum

generateSubsetSums(nums, n, index + 1, currentSum + nums[index], result)

// Exclude the current element from the subset sum

generateSubsetSums(nums, n, index + 1, currentSum, result)

**Discussion:**

Subset sum problem is the problem of finding a subset such that the sum of elements equal a given number. ... A subset A of n positive integers and a value sum is given, find whether or not there exists any subset of the given set, the sum of whose elements is equal to the given value of sum.

**Conclusion :**

Subset sum problem is to find subset of elements that are selected from a given set whose sum adds up to a given number K. We are considering the set contains non-negative values. It is assumed that the input set is unique (no duplicates are presented).

**Experiment No. 11**

**Experiment Name:**Implementation of travelling salesman problem.

**Objective:**The Traveling Salesman Problem (TSP) is a well-known combinatorial optimization problem that seeks to find the shortest possible route for a salesman to visit a set of cities and return to the starting city. Here's the pseudocode for a basic implementation of the TSP using the Brute Force approach:

**pseudocode:**

tsp(cities, startCity):

shortestRoute = infinity // Variable to store the shortest route

shortestPath = empty list // Variable to store the shortest path

permute(cities, startCity, startCity, [], 0, shortestRoute, shortestPath)

return shortestPath, shortestRoute

permute(cities, currentCity, startCity, path, distance, shortestRoute, shortestPath):

if len(cities) == 0: // Base case: all cities visited

distance += graph[currentCity][startCity] // Add the distance from the last city to the start city

if distance < shortestRoute: // Update the shortest route if the current route is shorter

shortestRoute = distance

shortestPath = path + [startCity]

else:

for city in cities:

newDistance = distance + graph[currentCity][city] // Calculate the new distance

newPath = path + [currentCity] + [city] // Update the path

newCities = removeCity(cities, city) // Remove the visited city from the remaining cities

permute(newCities, city, startCity, newPath, newDistance, shortestRoute, shortestPath)

removeCity(cities, city):

return cities without the city

**Discussion:**1. The **‘tsp’** function takes in the list of cities and the starting city as inputs.

2. It initializes variables **‘shortestRoute’** and **‘shortestPath’** to track the shortest route length and path found so far. They are initially set to infinity and an empty list, respectively.

3. The function then calls the **‘permute’** function to explore all possible permutations of the cities.

4. The **‘permute’** function takes in the list of cities, the current city being visited, the starting city, the current path, the current distance, and the variables to store the shortest route and path.

5. The base case of the **‘permute’** function is reached when all cities have been visited. In this case, the distance is updated by adding the distance from the last city to the start city. If this distance is shorter than the current shortest route, the shortest route and path are updated.

6. If all cities have not been visited, the **‘permute’** function recursively explores each unvisited city. It calculates the new distance by adding the distance from the current city to the next city. The path and remaining cities are also updated accordingly.

7. The **‘removeCity’** function is a utility function that removes a visited city from the list of remaining cities.

8. Finally, the **‘tsp’** function returns the shortest path and shortest route found.

**Conclusion :**A greedy method is an approach to solving optimization problems. An optimization problem requires a maximum and minimum result. The travelling salesman follows greedy approach and requires minimized result.

**Experiment No. 12**

**Experiment Name** :Implementation of Parallel Merge Sort Algorithms.

**Objective :**  
To sort an array by dividing it into smaller part. Then take each part and merge them back one master part.The objective of the Parallel Merge Sort algorithm is to achieve faster sorting of an array by dividing it into smaller subarrays and sorting them concurrently using parallel tasks. The sorted subarrays are then merged to obtain the final sorted array.

**pseducode:**

parallelMergeSort(arr, start, end):

if start < end:

middle = (start + end) / 2

// Create two parallel tasks for sorting the left and right halves of the array

parallelTask1 = spawn parallelMergeSort(arr, start, middle)

parallelTask2 = spawn parallelMergeSort(arr, middle + 1, end)

// Wait for the completion of both parallel tasks

sync parallelTask1

sync parallelTask2

// Merge the sorted halves

merge(arr, start, middle, end)

**Discussion:**

The pseudocode represents the recursive implementation of the Parallel Merge Sort algorithm. It follows the divide-and-conquer paradigm, where the array is repeatedly divided into smaller subarrays until the base case is reached (when there is only one element in the subarray).

In each recursion, the algorithm creates two parallel tasks to sort the left and right halves of the array independently. The **‘spawn’** keyword is used to initiate the parallel tasks, allowing them to be executed concurrently.

After spawning the parallel tasks, the algorithm waits for their completion using the **‘sync’** keyword. This ensures that the merging step is performed only after both parallel tasks have finished sorting their respective subarrays.

Finally, the sorted halves are merged using the **‘merge’** function, which combines the two sorted subarrays into a single sorted array.

**Conclusion:**The Parallel Merge Sort algorithm aims to improve the performance of the traditional Merge Sort algorithm by leveraging parallelism. By dividing the array into smaller subarrays and sorting them concurrently, it can take advantage of multiple processors or threads to expedite the sorting process.